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ABSTRACT

This paper provides a theoretical perspective on the effect of computer support on creativity. The assertion is made that artifacts of IS do not substantially differ from those of art and science, and that the creative processes leading to the artifacts are similar. It further proposes that the use of newly available computer technology, specifically, the Visual Process Language (VPL) will have much to offer in terms of augmenting creativity when constructing IS artifacts. We postulate that VPL assists the first insight, preparation and illumination steps of the creative process, and that both Association/Images and Progressive Abstraction techniques are embedded in VPL.

1. Introduction

All creative activity is exploration, gambling, and adventure. The important thing is not so much to obtain new facts as to discover a new ways of thinking about them.

Attributed to an artist or a scientist

Research on creativity has cumulatively pointed out the importance of inventiveness enhancement techniques in creating artifacts. Whereas the nominal methods have received much attention, studies of the effect of computer support on creativity are scarce [Elam et al., 1990]. There are many possible explanations that could account for this. One of the probable reasons is a lack of theory in guiding such studies. It is the intent of this paper to fill in this gap.

This paper proposes that the use of newly available computer technology, Visual Process Language (VPL) will have much to offer in terms of augmenting creativity when developing computer information systems. We assert that the system development environment embodied in VPL explicitly incorporates creativity enhancing procedures, specifically, the Association/Images and Progressive Abstraction techniques.

Moreover, VPL offers a innovative platform for assessment of creativity improvement in the development of information systems. Although at present VPL is used only in a form of a wholly functional prototype [Shepard et al., 1992], we propose that its appraisal, from the point of view of process creativity enhancement, can substantially assist our understanding of the mechanisms of inventiveness in IS.

2. The Proposition

Creativity is manifested in art as well as in science. The manifestations of an individual (or team’s) creativity are to be found in the artifacts produced. However, an illogical proposition often slips within comparative discussions of creativity in art and science.

This proposition, may be stated as follows. The art form X will not exist without the artist Y, whereas the theory A would exist without a scientist B; these two percepts therefore reveal a fundamental difference between art and science.

The following statement serves as concrete example of the precept of the proposition:

AN AMERICAN IN PARIS will not exist without George Gershwin, whereas the Theory of Object-Orientation will exist without Bjarne Stroustrup.

It is possible to generate an indefinite number of such statements simply by inserting appropriate terms for X, Y, A, and B. The proposition is erroneous because it inappropriately parallels an individual artifact—an outcome of the
creative process, with the theory—an outcome of distillations and extrapolations of the collections of artifacts. This parallel fallacy [Topper, 1981] is made between unequal factors. A correct parallel would be artifact-to-artifact rather than artifact-to-theory. This is summarized in Figure 1. The first parallel involves the creators (makers and doers) themselves. The second parallel consists of what may be called the objects of the world being represented or modeled by the creators (factors of the domain). The next parallel is crucial to the argument. Here is the locus of the fallacy in the logic of the initial proposition.

The reason is this: the oil painting Mona Lisa is the artistic artifact. As an individual artifact it would not exist without Leonardo da Vinci. It is an oil painting of specific size, choices of colors, composition, and choice of background. In the proposition (and in its diverse expressions such as examples a., b., and c.) the artifact is paralleled with a theory, which is an extraction and extrapolation from a collection of artifacts. The artifact parallels for Da Vinci’s painting are Einstein’s pivotal paper, Stroustrup’s C++ language, and team developed VPL.

3. An Overview of Creativity Literature in IS

The literature on creativity and the creative process is quite extensive. A relatively large amount of writing on the subject (especially concerning the model of the creative process) occurred in 1960 and 1970. The summary in Figure 2 list references for the IS domain. The references are grouped according to their principal concern with:

- the nature of the process (descriptive approach: an attempt to understand what goes on)
- nurture of the process (prescriptive approach: describing what should be done to create effectively)
- the creative artifact

3.1 The theoretical model

Model of creativity process. A simplified model of the creativity process is shown in Figure 3. This model applies regardless of the domain (Wallas, 1926; Ghiselin, 1963; Kneller, 1965; Lawson, 1980).

Hypothesis 1:

The core of scientific and art creativity is to be found in their artifacts. The creative processes leading to the artifacts are similar.

3.2 Creativity in IS

The information systems development process can be depicted as an effort aimed at creation of artifacts specific to the IS domain. A developmental process entails artifacts specific to it: certain set of files, state data, and so on. At any given time a subset of these artifacts is worked on by those who are involved in system development. Creativity in developing information systems is conceptualized as a means through which one, two, or more purposive actors arrive at an innovative artifact. Actors are all those involved in the system development. Depending on the development model, these can be system analysts and developers as well as end-users. The means are constrained by the specific development environment. In the case of more than one actor, the process is many-sided. The delegation of work to individuals, and the tracking of the responsibilities involved is an important aspect of the process (for example in Joint Applications Development (JAD) [Wood and Silver, 1989; when Computer Aided Software Engineering (CASE) is utilized in a LAN environment [Tate et al. 1992]).

3.2.1 First insight

First insight involves the recognition that the problem or opportunity exists and a commitment is made to solving it. In the area of human activity systems, which underpin the development of information systems, it is not always possible to describe initial conditions fully.

3.2.2 Preparation

Preparation involves a deliberate effort to develop an idea for solving the problem. Various information systems analysis and design methods are mechanisms enabling this "deliberate effort."

3.2.3 Incubation

This step of the process, in most writings on creativity, is considered to involve no apparent effort. It is possible to postulate, however, that some of the new technologies which can be used in the preparation step aid incubation as well.

3.2.4 Illumination

This step represents a sudden emergence of an idea through reorganization and reexamination of the preparatory stage. The development parameters
FIGURE 1 APPROPRIATE PARALLELS FOR ART AND SCIENCE

<table>
<thead>
<tr>
<th>Domain</th>
<th>Art</th>
<th>Hard science</th>
<th>IS: individual effort</th>
<th>IS: team effort</th>
</tr>
</thead>
<tbody>
<tr>
<td>Originator</td>
<td>Leonardo da Vinci</td>
<td>Albert Einstein</td>
<td>Bjarne Stroustrup</td>
<td>Shepard et al.</td>
</tr>
<tr>
<td>Factors of the</td>
<td>Mona Lisa</td>
<td>Moving bodies</td>
<td>Data in object sense</td>
<td>Software development</td>
</tr>
<tr>
<td>domain</td>
<td></td>
<td></td>
<td></td>
<td>processes</td>
</tr>
<tr>
<td>An individual</td>
<td>Oil painting of Mona</td>
<td>1905 paper in The</td>
<td>C++</td>
<td>VPL</td>
</tr>
<tr>
<td>artefact</td>
<td>Lisa</td>
<td>Annalen der Physics</td>
<td></td>
<td>A Visual Process</td>
</tr>
<tr>
<td></td>
<td></td>
<td>&quot;On the Electrodynamics of Moving Bodies&quot;</td>
<td></td>
<td>Language</td>
</tr>
<tr>
<td>Theory</td>
<td>Treatises on painting</td>
<td>Theory of relativity</td>
<td>Theory of object</td>
<td>Theory of systems</td>
</tr>
<tr>
<td></td>
<td>and perspective</td>
<td></td>
<td>orientation</td>
<td>development processes</td>
</tr>
</tbody>
</table>

FIGURE 2 LITERATURE CITATIONS FOR CREATIVITY IN IS

<table>
<thead>
<tr>
<th>Domain</th>
<th>NATURE of creativity</th>
<th>NURTURE of creativity</th>
<th>The artifact</th>
</tr>
</thead>
<tbody>
<tr>
<td>IS related</td>
<td>Argyris, 1977</td>
<td>Quinn, 1985</td>
<td>Jackson, 1965</td>
</tr>
<tr>
<td></td>
<td>Argyris et al., 1978</td>
<td>Nunamaker et al., 1987</td>
<td>Besemer et al., 1981</td>
</tr>
<tr>
<td></td>
<td>Langley et al., 1987</td>
<td>Cobbin et al., 1989</td>
<td>Couger et al., 1992</td>
</tr>
<tr>
<td></td>
<td>Vail, 1989</td>
<td>Couger, 1990 a&amp;c</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Couger, 1989 a)</td>
<td>Vanundy, 1991</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Couger, 1990 b)</td>
<td>Saimler et al., 1991</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Couger et al., 1990 a&amp;b</td>
<td>Snow et al., 1991</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Galetta et al., 1991</td>
<td>Couger, 1991</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Duncan et al., 1992</td>
<td>Costello, 1991</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Galetta et al., 1992</td>
<td></td>
</tr>
</tbody>
</table>

FIGURE 3 MODEL OF THE CREATIVE PROCESS
that unfold throughout the process may aid this step.

3.2.5 Verification

This step involves full system development and testing. Many automated tools (fourth generation languages and CASE, for example) aid this step.

3.3 IS artifacts

The focus of a creative process is creation of the artifact. At first approximation, it is possible to assert that the artifacts of art are concerned with form, whereas artifacts of science are focused on the content. But a moment’s reflection reveals that this content/form distinction is problematic. The artifacts of any significance, regardless of the domain, are often acknowledged for the content as well as the form. In addition, the artifacts of IS (and many of the artifacts of applied sciences) have to exhibit utility and be perceived by others to be not only novel, but also useful [Jackson and Messick, 1965; Besemer, 1981; Evans, 1991, Couger et al., 1992].

4. Creativity Support System

Couger and Dengate provide examples of different levels of creative opportunities for various tasks provided in IS organization (Couger and Dengate, 1992, p. 290). Understandably, system development is listed as offering a high degree of creative opportunity because it embodies the process of creating IS artifacts. Any IS development effort includes a set of files, state data, and other artifacts, a complete set or subset of which is eventually handled by users.

Approaches to creativity in general, and within IS in particular, are either descriptive or prescriptive in nature. The descriptive focusing on the nature of the process, attempts to provide an understanding of what goes on during the process of creation. The prescriptive focusing on the nurture, indicates what should be done to create 'better' artifacts. This paper proposes that the use of newly available computer technology (Visual Process Language, VPL) will have much to offer in terms of augmenting creativity when constructing IS artifacts.

4.1 System development process model

There exists a great diversity of possible models of the information systems development process. (In practice, every system developer, or development organization uses a somewhat different model [Agresti, 1986; Armenise, 1989].) These diverse process models include the prototyping model [Maude and Willis, 1991], the 'fountain' object-oriented model [Henderson-Sellers et al., 1990], the spiral model [Boehm, 1988], the transformational and the operational specification models [Agresti, 1986], and many others [Mayer, 1989].

At the same time, the practice of systems development is becoming more complex and capital intensive. For example, LAN-based team development is rapidly replacing other configurations. Today, the major concern of new development 'ideologies' is the problem of scaling up for larger and more complex projects involving many developers [Forte and Norman, 1992].

4.2 A VPL

In this situation, the ability to create a completely customizable model of the system development process becomes essential [Osterweil, 1987]. Information from such an adaptable process model can then be used to:

- automate some portions of the process
- guide other portions

Formal depiction of a customizable development process that allows computer support for enactment is now attainable in a Visual Process Language (VPL). VPL combines a conceptually intuitive visual process modelling language with a process programming language [Shepard et al., 1992].

A process modelling language is based on the set of rules which determine the process. A process programming language is a formal enactable model of the process. The process model is said to be enacted [Sheppard et al., 1992, p. 38] when some mechanism uses a supplied process program to monitor the progress of the many concurrent streams of a development effort. It proposes the invocation of tools at appropriate times, enforces the process model, gives guidance to the users and executes the completely automated activities in the process model.

A system development process model ought to embody activities that:

- are performed completely by humans, like the creation of a modular decomposition
- are performed completely by the computer, for example, compiling
- require both human work and support of the computerized tools, for example text editing
Although there may be some aspects of the process that are difficult or even impossible to formalize, formal description of the process is required to allow computer support for enaction. Thus the information from the enacted process model serves to automate some portions of the process and guides the others. The guidance aspect of the VPL, a language for both process modeling and process programming, allows its users "... the flexibility to develop creatively while controlling process shortcuts. . . [Sheppard et al., 1992, p. 43].

4.2.1 Functionalities
VPL essentially does two things. It 1) visually represents; and 2) enables the enaction of the development processes. The visual representation and enaction are accomplished in VPL through a combination of certain features of the logic flowcharts, petri nets, and object paradigms. The development process is depicted as an effort aimed at a creation of artifacts. A given process comprises artifacts specific to it: sets of files, state data, and so on. At any given time a subset of these artifacts is worked on by the systems developers.

An object in a VPL program consist of all the artifacts associated with a currently active developmental work task. A part of the developmental work may be canceled by deactivating all objects associated with it. Currently active objects are stored in the object table. The results of one work task can be used as a starting point for the next one.

In a VPL program there are four mechanisms acting on objects:
- creation
- advancement
- reactivation
- deactivation

Enaction of a VPL program is accomplished through these mechanisms. Advancement is a flow of objects through a graph of nodes which represents a visual depiction of the process. The nodes are of nine types:
- start
- branch
- task
- decompose
- procedure
- recompose
- split
- finish

Graphical representation of VPL node types is shown in Figure 4.

A program start node represents the point at which objects are created. This node is also the entry point for objects from the outside of the process. A task node represents an action performed on the object by an automated tool only, a user, a tool and a user. This node encapsulates information about a

an automated tool that is part of the development process. A task node may also embody the location of the interface point between an off-line activity and the development environment. Organizational meetings of those involved in a specific stage of the process may serve as an example. An electronic record of the minutes of such a meeting, and the decision reached, are then entered into a VPL program.

A procedure node represents a group of nodes that have a common conceptual objective. Thus, the top level of each process program is depicted as a root procedure.

A split node creates full duplicates of the object entering this node. On the output from the node, each copy follows a different process. For example, program module specification may enter this node. On the output, copies of this module will follow different procedures. Eventually, various versions of the program might be created.

A merge node is a collection point for the concurrent flow of objects. A typical use might be to select the best object and deactivate the others. A branch node allows the object to emerge along only one of the available outputs. Decision as to which output an object follows might depend, for example, on user-prompted replies.

Decompose and recompose nodes deal with a family of objects. An object entering the decompose node (parent) emerges as a family of objects. Each of the objects in this family will have only part of the parent's object information. An example of use for this node might be the assignment of parts of a large program to individual programmers. Objects entering the recompose node accumulate at the input until the family is complete. At the output they emerge as a single, larger object. A typical use might be to initiate large program testing.

A finish node signifies completion of the process program or of the procedure. Objects that enter the process program finish node are deactivated. A project or its part may be canceled by deactivating all objects associated with it.
The information associated with an object changes from node to node, thus the type of an object in VPL is determined by the node at which it currently resides. The node's action may change the object's state, or even number of objects. Moreover, an object's deactivation and reactivation timing are not known a priori. For this reason, these two mechanisms are built into an enactor which is separate from the VPL program, and must be invoked by the user.

All individuals on a development project are assigned certain roles. These roles are part of the process model. They include end-users, analysts, designers, programmers, and so on. At a given time individuals have exactly one role. Every time they enter the VPL environment they must select which role they want to assume. The role they assume at a given time determines the inventory of actions available to them. These are stored in a role table and constitute the user model.

Specific work assignments enter the process program as the new objects assigned to roles. An active object in a VPL is precisely one work assignment for a person acting in a specific role. The object exists as a result of object creation or reactivation. A VPL environment is shown in Figure 5.

4.3 VPL Relevance to Creativity Enhancement

In this combination of visual process modeling and process programming resides the potential for support and enhancement in the systems development process. At present VPL is implemented and evaluated in the form of a fully functional prototype. Its strengths are these [Shepard et al., 1992]:

- it places few constraints on the tools used in the development process
- it places few constraints on the process itself
- it allows users the flexibility to develop creatively while controlling process shortcuts
- it demonstrates the plausible alliance of process modeling and process programming

4.3.1 How VPL assists creativity in IS

Two IS creativity enhancement techniques, namely Association/Imagery and the Progressive Abstraction [Couger et al., 1991] are relevant in the context of VPL. Association/Imagery technique uses associative and visual thinking as well as linking and coupling of processes to expand solution space. Progressive Abstraction technique generates alternative problem definition gradually transferring to higher levels of problem abstraction through links and encapsulation of problem substructures.

We assert that both techniques are embedded in VPL and arrive at the following:

Hypothesis 2:

VPL enhances creativity in the development of IS artifacts through Association/Imagery and the Progressive Abstraction techniques.

To illustrate this position, we first propose to consider VPL as an automated decision and inventiveness aid. The VPL environment is composed of the following: process model, tool model, user interface, and data model. The types of support and required functionalities [Zachary, 1986] to be provided by the automated aids are listed in Figure 6.

VPL conforms to all required functionalities. In addition, VPL might simulate the development process model of any developer or maintainer, with few constraints on the tools or the process itself. This is quite an achievement, since there exists such a vast diversity of possible models of systems development. With VPL, the development process model can combine activities:

1. Performed completely by the computer (for example, compiling)
2. Performed completely by humans (for example, creation of modular decomposition)
3. A combination of human expert decisions aided by computerized tools (for example, text editing)

Information control techniques and representation aids embedded in the VPL allow the software process model, when enacted, to monitor the progress of many concurrent sequences of the development effort. In the VPL environment it is possible to automatically obtain counsel on tools and their use at the appropriate stage of the process. The process model itself is automatically enforced and guidance furnished. The information on the status of the various developmental sequences is automatically available as well.

For example, let's consider the information system change model as represented in VPL (Figure 7).

When the system change is initiated, at the start node the new object created using a specialized tool that is part of this environment. This new object
FIGURE 5 VPL ENVIRONMENT MODEL

<table>
<thead>
<tr>
<th>Assistance with</th>
<th>Purpose</th>
</tr>
</thead>
<tbody>
<tr>
<td>process models</td>
<td>representation and approximation of complex processes</td>
</tr>
<tr>
<td>choice models</td>
<td>integration of individual criteria across varied features or alternative choices</td>
</tr>
<tr>
<td>information control techniques</td>
<td>storage, retrieval, and organization of information and knowledge needed for a resolution</td>
</tr>
<tr>
<td>representation aids</td>
<td>presentation and manipulation of a specific representation of the decision problem</td>
</tr>
<tr>
<td>analysis and reasoning aids</td>
<td>execution of problem specific reasoning processes based on the representation of a problem</td>
</tr>
</tbody>
</table>

FIGURE 6 TYPE OF SUPPORT AND REQUIRED FUNCTIONALITIES

FIGURE 7 SYSTEM CHANGE MODEL AS REPRESENTED IN THE VPL
might consist of a rough statement of work required. When the object has been created, it advances automatically to the next node. In the generate change request node, creative human intervention is required. Specifically, this node might contain separate subprocedures which compel the user to specify new capabilities and define documentation changes. The events comprising node enaction rely on user intervention in such a way that they allow flexibility to develop creatively while supporting all the phases of the applicable development process.

We also assert that VPL assists the first insight, preparation and illumination steps of the creative process. Specifically:

Although a formal description of the processes is needed to allow automated process support, VPL conventions recognize that there are some aspects of some processes that are impossible to formalize. This insight forces the users of VPL to find inventive ways of solving the difficulty.

VPL allows for diverse approaches to the same problem to be enacted simultaneously. Exercising different process options may trigger the sudden emergence of an idea on how to eventually proceed. This is especially useful for complex development effort, and facilitates both preparation and illumination.

Development of complex systems involves a multitude of substantial information processing activities [Armenise, 1989]. As discussed, VPL through its functionalities might substantially aid the inventiveness in the systems development process. We envision this situation as in a schematic shown in Figure 8.

5. Concluding Remarks

We assert that the artifacts of IS do not substantially differ from those of art and science ("hard" as well as applied). Creativity and creation of the artifacts in art and science are richly researched topics. But only recently has the IS literature focused on the creative problem solving and efficacy of creativity techniques (see comments in Galetta et al., 1992, Couger et al., 1992). The systems development environment embodied in the VPL explicitly incorporates creativity enhancing procedures. Specifically, these are, the Association/Images and Progressive Abstraction techniques. VPL also might offer a platform for evaluation and assessment of creativity improvement in the development of information systems.

Although at present VPL is used only in a form of a fully functional prototype Shepard et al., 1992], its appraisal from the point of view of process creativity enhancement can substantially assist our understanding of the mechanisms of inventiveness in IS development. Further research should focus on how one might perform an empirical evaluation of the improvement of the development processes. This will require establishment of the metrics construct that measure inventiveness of the design, for example. Perhaps with the VPL environment, it will be possible to assess such metrics - we envision the relationships (Figure 9) as a modification of those shown in Figure 8. This structure (adapted from Tate et al., 1992) proposes a formal framework for understanding the creative improvement of the development processes.
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